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0O 20 Design and Evaluation of Dynamic Pro-
tocol Selection Architecture for Reliable
Multicast

2.1 Introduction

In recent years, as Internet gains widespread
use, many applications have been developed.
Some of them aim at group communications
such as teleconferencing tool, software distribu-
tion tool, and so on. If we apply multicast to these
applications, the sender doesn’t have to copy the
data for each receiver and has only to send one
copy of it to the group address because routers
duplicate it to the group members.

In case of Internet Protocol (IP) multicast, the
sender doesn’t need to know who is joining the
group, and receivers can join and leave the group
whenever they want. Although these aspects make
communications scalable, multicast applications
use UDP (User Datagram Protocol) for transport
protocol and have the responsibility for reliable
communications. Then it is difficult to apply these
implementations to other applications because im-
plementations of multicast protocols have been

pushed into application programs.

2.2 Goal of this research

In chapter 2.1, we described the problem of reli-
able multicast. To solve this problem, we progress
the research for realization of generic reliable mul-
ticast architecture[95, 84]. There are three points
to realize versatility.

(1) We have proposed the reliable multicast ar-
chitecture which pulls out the process for re-
liability from multicast applications.

(2) Multicast applications don’t have to select re-
liable multicast protocol because appropriate

protocols to the condition of the network are



selected automatically.

(3) Depending on the network situation, multi-
ple protocols are selected to meet the network
which changes dynamically.

(1) means that the process for reliability is sepa-
rated from multicast applications. We incorporate
protocol stacks into network nodes, and retrans-
mission control, flow control, and so on are exe-
cuted on these stacks. If the process for reliability
are pulled out from applications by (1), each appli-
cation has to select the reliable multicast protocol.
Then (2) and (3) provide the mechanism which se-
lects protocols for applications automatically and
switches protocols in response to the state of the
network.

Section 2.4 and 2.6 describe the procedure of
preparation for the data distribution and the
mechanism of the dynamic protocol selection to

realize the mechanism on (2) and (3).

2.3 Related works

There are some related works which try to

provide generic reliable multicast architecture.
RFC3048[147] suggests Building Blocks which
separate the each function of reliable multicast
protocols into building block. This architecture
provides reliable multicast protocols which is ap-
propriate to multicast applications by combining
these building blocks.

Also, Tajima, Morikawa and Aoyama add
some functions to the routers to support reliable
multicast[157]. In this architecture, RMAC (Re-
liable Multicast Adaptive Caching), routers exe-
cute functions to support reliable multicast by dis-
carding unnecessary both NACKs and retransmis-
sion packets. In addition, by caching data packets
adaptively to congestion and distributing them to
multiple routers, RMAC realizes effective retrans-
mission even if cache size is small.

Compared to these related works, our archi-
tecture is able to provide the mechanism which
switches protocols dynamically. This mechanism
can response to changes of the network condition

as described above.

W I D E

2.4 Preparation for the data distribution

Figure 2.1 shows the procedure of the prepara-
tion for the data distribution. In the following

sections, we explain each item on Figure 2.1.

2.4.1 Acquirement of receiver information

At the beginning, preparatory for the appropri-
ate protocol selection, the sender needs to know
the number of receivers because it selects the pro-
tocol by considering two points, an application
type and the scale of the multicast group.

We use RTCP (Realtime Transport Control
Protocol)[55] receiver report packet to acquire re-
ceiver information. If the sender get this informa-
tion, it will be able to select appropriate protocol

because it knows the application type in advance.

2.4.2 Acquirement of topology information

Topology information is defined as the connec-
tion information of multicast routers. This infor-
mation is used when the aggregation nodes are
decided.

Figure 2.3 shows the format of the topology in-
formation for the network on figure 2.2. In this
example, the sender’s IP address is written on the
first line, and the routers are written in order of
scanning the multicast tree on depth first.

This information is distributed to receivers us-
ing multicast, and all members of the multicast

group shares this information.

2.4.3 Allocation of aggregation nodes

If the number of receivers is large, the control
packets between the sender and receivers put pres-
sure on the bandwidth of the network and prevent
the data transfer which is the intended purpose.
We set two types aggregation nodes on the net-
work, Designate Nodes and Intermediate Nodes.
One designate node is allocated per one segment
and aggregates the control packets from this seg-
ment (Figure 2.4). Intermediate nodes are the
subset of designate nodes and aggregate the con-

trol packets between designate nodes (Figure 2.5).
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|Acquirement of receiver information |

| Acquirement of topology information |

| Allocation of aggregation nodes |

|Protoco| selection |

!

| Program distribution |

| Data distribution |

Fig. 2.1.

data distribution

Sender
|:R0ute:|r C - Receiver
| | | :l Router
Router D Router E Router F
Fig. 2.2. Sample network

topology information

depth address
0 [ Sender’s IP address
1 Router A’s
2 Router B's
3 Router D’'s
3 Router E's
2 Router C's
3 Router F's

Fig. 2.3. Format of topology information
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Procedure of the preparation for the

O

®

Fig. 2.4. Aggregation of control packets by des-
ignate nodes

/\

Router B

®

Fig. 2.5. Aggregation of control packets by in-

termediate nodes

We suggest the way of determining these nodes in

section 2.5.

2.4.4 Protocol selection

When data distribution is started, we think over
two factors to select reliable multicast protocols as
described above. One is the application type, and
the other is the scale of the multicast group. To
select the appropriate protocol, we need to know
an efficient protocol for each application and the
threshold of the scale previously. In our architec-

ture, we use simulation to get these information.



We configure the topology on the simulator along
the actual network topology, and run the simu-
lation on the various patterns about application
type and group scale. It is possible to select proto-
cols to meet the situation of the network by using

these thresholds.

2.4.5 Program distribution

‘We make the process of reliable multicast pro-
tocol library functions to separate these process
from multicast applications. Consequently, appli-
cations don’t have to be conscious of reliability,
and have only to send or receive the data. How-
ever, when the sender decide the protocol to start
data distribution, each node aren’t ready to exe-
cute the process for reliability. Then each node
receives programs of the process from the server
and they execute these programs. This mechanism
uses the concept of active network[91] and is called
programmable switch approach. This mechanism
enables to switch protocols dynamically because
each node is able to receive new programs if the
state of network changes.

These programs are distributed using multicast,
and this architecture needs to guarantee the reli-
ability because all receivers have to receive them.
When the recipients get the program from the
sender, they return ACK (ACKnowledgement)
packet to notify the sender of the reception. Desig-
nate nodes and intermediate nodes aggregate this
packet because the number of ACK packets be-
comes large as the scale of the multicast group

does.

2.4.6 Data distribution

After each node receives the program, the
sender starts data distribution. The receivers who
is joining the multicast group are able to join
and leave this group all the time. The scale of
the multicast group may become larger or smaller
and communication efficiency may go down if one
protocol is used for a long time. Our architec-
ture enables each node to switch protocols halfway

through communications. In section 2.6, we dis-
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Fig. 2.6. Flow of ImDesignator packet

cuss about the mechanism of dynamic protocol

switching.

2.5 Aggregation nodes

2.5.1 Determining the designate node

One designate node is allocated per one seg-
ment. If possible, the router of each segment
becomes the designate node because the router
doesn’t leave the multicast group. The receiver
who has the smallest IP address among the group
member becomes the designate node in case the
router doesn’t become the designate node.

Firstly, the router sends ImDesignator packet
to his segment using broadcast if possible (Figure
2.6). Secondly, the receiver who has the small-
est IP address sends ImDesigantor packet. Both
the router and the receiver sends this packet, the

router becomes the designator.

2.5.2 Determining the intermediate node
Intermediate nodes are the subset of designate
nodes. We use topology information to decide this
node. Firstly, each designate node checks topology
information and designate nodes of which depth is
the even number become intermediate nodes (Fig-
ure 2.7). Then all intermediate nodes have to de-
cide the management area. In fact, each designate

node needs to know the destination of the con-
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Fig. 2.7. Determination of Intermediate nodes
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Fig. 2.8. Flow of ImInterNode packet

trol packets. Each intermediate nodes sends Im-
InterNode packet using multicast scoped by the
TTL (Figure 2.8). When designate nodes receive
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this packet, they check the topology information
and select the nearest and upstream intermediate

node as the manager.

2.5.3 Relation between aggregation and
multicast routing protocols

This architecture uses the tree structure to allo-
cate the aggregation nodes. This tree has to corre-
spond multicast routing protocols. There are two
major types of multicast routing protocols. One
type is the rooted tree. The root of the distribu-
tion tree on this type is the sender. Representa-
tive example of the rooted tree is DVMRP[141].
The other is the shared tree.
type is PIM-SM[46].

Example of this
Shared tree type protocol
has a core point (for example, Rendezvous Point
on PIM-SM) and this point becomes the root of
the distribution tree.

In either case, multicast routing protocol has the
root and makes distribution tree using this root.
Our architecture allocates the aggregation nodes
in tune with this tree.

Furthermore, there are two modes in terms of
the expanse of receivers, dense-mode and sparse-
mode. When the receivers are distributed densely,
our aggregation mechanism certainly works. In
case the sparse mode, multicast routers which
has the receivers on its segment are distributed
sparsely. This means that designate nodes are al-
located sparsely. Our mechanism also works on
the sparse mode because aggregation nodes are
allocated only the segments which have receivers.
On this situation each intermediate node keeps
away from the other intermediate node but mak-

ing tree is possible.

2.6 Mechanism of dynamic protocol selec-

tion

The situation of the network changes every mo-
ment during data distribution. For example, there
are 200 receivers when the data distribution starts,
but the recipients who have finished receiving the
data leave the group one after another, then the

scale of the group becomes small. On this situa-
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Fig. 2.9. Procedure of the dynamic protocol se-
lection

tion, in case the sender selected protocol of which
scalability for communications is better for the
first time and continued to use this protocol, we
can’t able to get the high communication efficiency
in the latter part of distribution. As a result, the
sender selected a bad protocol for latter part.

We enable our architecture to switch protocols
to response the change of network like this ex-
ample. Figure 2.9 shows the procedure of the dy-
namic protocol selection. In the following sections,

we explain each item on Figure 2.9.

2.6.1 Acquairement of receiver and topology

information

It is important for appropriate switching to
monitor the network and the scale of the multi-
cast group. On this mechanism, the sender con-
tinues to gather RTCP receiver reports periodi-
cally . We use aggregation nodes (designate node,
intermediate node) like preparation (section 2.4).
If the scale of the group becomes small, the num-
ber of receiver reports becomes small, too. Con-
sequently, the sender is able to detect network

changes.

W I D E

In addition to the receiver information, the
sender continues to monitor the network topol-
ogy. If the node which is the aggregation nodes
leave the group or the multicast distribution tree
changes, the new aggregation nodes have to be ac-

tivated.

2.6.2 Protocol switching

The sender doesn’t only monitor the network
but also check the threshold by the simulation
(section 2.4). When the sender detects the change
of the scale, it compares the current number of
receivers with the threshold. For example, if the
number of recipients exceeds the threshold, the
sender decides that each node is switched to the
new protocol of which scalability for communica-

tions is better.

2.6.3 Program and data distribution

If the sender decides to switch protocol, it dis-
tributes the program of the new protocol. The way
of distribution is the same as preparation (section
2.4). Receivers send ACK packets to the aggre-
gation nodes when they receive the program, and
the aggregation nodes retransmit it if necessary.

Though the sender is able to start distributing
the data after program distribution, it is difficult
to decide the timing of protocol switching. Be-
cause the retransmission process on old protocol
still remained even if it stops on the middle of data
transfer. Our architecture needs the time both the
retransmission on the old protocol and the data
distribution on the new one runs simultaneously.

We discuss about this timing on section 2.9.

2.7 Evaluation of dynamic protocol selection

In this section, we evaluate the dynamic proto-
col selection using simulation. We make sure the
effect of the dynamic protocol selection by using

two protocols in response to the scale of the group.

2.7.1 Environment of experiment
We suppose that the number of receivers

changes largely during data distribution. When
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the data distribution starts, there are 200 recip-
ients, but the receivers are decreased by 100 on
reaching a certain time.

We use two reliable multicast protocols on
this experiment, AFDP (Adaptive File Distribu-
tion Protocol)[31] and SRM (Scalable Reliable
Multicast)[48].

AFDP is a NACK-based protocol. When AFDP
recipients can’t receive the data packet correctly,
they send NACK (Negative ACKnowledgement)
packet to the sender using unicast. On AFDP,
only the sender is able to retransmit data pack-
ets using multicast. Flow control of AFDP is
that sender’s bandwidth of data transfer increases
while recipients receives the data correctly. When
the sender receives NACK from recipients, band-
width of the sender decreases.

SRM is also a NACK-based protocol. When
SRM recipients can’t receive the data, they send
NACK using multicast. SRM enables the sender
and receivers to retransmit data packets. They
send repair packets using multicast. SRM doesn’t
have the mechanism of flow control.

According to the experiment which we have
done before, AFDP provides more effective re-
transmission in case of 100 receivers, and SRM
provides more effective one in case of 200[83].
Then we assign SRM during 200 receivers, and
switch to AFDP when the number of recipients
changes from 200 to 100.

We examine the number of repair packets and
throughput about the following three patterns.

1. Using only AFDP even if the number of re-

ceivers changes

2. Using only SRM

3. Using dynamic protocol switching (AFDP &

SRM)

If the number of repair packets increases, they
put pressure on the bandwidth of the network. In
fact the less the number of packets is, the higher
the performance is. And the performance of this
protocol is higher when the throughput of this ex-
periment is high.

In case of using dynamic switching, we use the
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procedure described in section 2.6. Figure 2.10

shows the time chart of protocol switching.

recipients detection of

200->100  recejver decrement SRM finished
i 3 ; -t
SRM ! retransmission
SCLALLLNRC E—— s o e
AFDP

Fig. 2.10. Time chart of protocol switching

1. At the beginning, there are 200 receivers and
they use SRM.

2. The number of receivers decreases from 200
to 100.

3. The sender detects decrement by receiver re-
ports.

4. The sender stops data distribution on SRM.
SRM only retransmit for recipients who can’t
receive data packets correctly.

5. The sender starts on AFDP.

On this environment, we configure Network
Simulator (ns-2)[112]. The sender of this group
sends the following data and we count the number
of repair packets and calculate the throughput.

e Sender Bandwidth : 10 Mbps
: 1000B
e Data size (total) : 10 MB

e Packet size

2.7.2 Result of experiment

Figure 2.11 and Table 2.1 shows the result of
this experiment. According to this graph, there
are many repair packets on AFDP only pattern.
In addition, this pattern takes more time to fin-
ish data distribution than others. In terms of
retransmission, SRM only pattern and AFDP &
SRM pattern seem to have the same performance,
but AFDP € SRM pattern has higher throughput
than SRM only pattern from Table 2.1. Thus this

experiment shows that protocol switching has the

highest performance of the three on this situation.

2.8 Imprementation problem of dynamic

protocol selection

In section 2.7, We have found that our architec-
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Table 2.1. Effect of dynamic protocol selection

AFDP SRM AFDP & SRM
repair packets 577 387 375
throughput [Mb/s] 0.44 0.58 0.70

(repair packets means that the number of repair packets per one receiver (average))

ture contributes to the effective data distribution
according to the circumstances. But this archi-
tecture has processes on preparation and protocol
switching, so this processes may become an over-
head.

When our architecture isn’t used and a single
protocol runs, We don’t have to consider about
this overhead because a single protocol doesn’t
need the complicated process which occurs by us-
ing multiple protocols. The problem of using a
single protocol is that it doesn’t correspond to
changes of the network as described above.

Considering the advantage of single protocol,
there may be a situation that is more effective by

using single one. For example, the rate of protocol
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Fig. 2.11. Effect of dynamic protocol selection

switching overhead becomes high in case the ap-
plication which doesn’t take much time for data
transfer. We suggest the following two solution
for this problem.

(1) Our architecture has two mode, single proto-
col mode and multiple protocol mode, and the
sender selects the mode in tune with the ap-
plication type.

(2) We adjust the timing of protocol switching to
decrease the overhead of protocol switching as
far as possible.

It is easy to implement solution (1) because the
sender knows the application type. We get ready
for the threshold to select single mode or multiple
mode using simulation in advance. Then if the ap-
plication has the large size data to send, the sender
selects multiple mode because it takes much time
to finish sending data. In section 2.9, we consider
about the overhead of protocol switching to evalu-
ate the solution (2) and about whether we get the

appropriate timing of switching using simulation.

2.9 Consideration of the overhead

It is important for our architecture to switch
protocols smoothly to get the high throughput.
We consider about the timing of protocol switch-

ing on this experiment.

2.9.1 Environment of experiment

We suppose the same environment as section 2.7
about the number of receivers. We assign two
protocols according to the following time chart
(Figure 2.12). T is the parameter which controls
the timing of protocol switching. We examine the
number of repair packets and throughput on the
various value of T'. The data from the sender is

also the same as section 2.7.
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Fig. 2.12. Time chart of protocol switching
with parameter T'

2.9.2 Result of experiment

Figure 2.13 shows the result of this experiment.
According to this graph, when the value of T is
small, the throughput is low. Small 7" means that
it takes much time to start data distribution on
AFDP. As the sender has to wait for a long time
to start sending on AFDP, the throughput isn’t
high. On the other hand, when T is large, the
number of repair packets is large. Large T' means
that the sender distributes the data using both of
the protocols simultaneously for a long time. This
situation puts pressure on the bandwidth of the
network. On this experiment, We found that the
most appropriate value of T for this situation is
6[s].
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Fig. 2.13. Change of efficiency by parameter T

2.10 Conclusion

Our research aims at generic reliable multicast
transport and we have designed the procedure of
the dynamic protocol selection. On this proce-
dure, the sender grasps the scale of the multi-

cast group, and then selects appropriate protocols.
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These mechanisms enable to meet changes of the
network dynamically. And we have experimented
to evaluate the dynamic protocol selection. Using
simulation, we have found that the dynamic pro-
tocol selection provides high performance accord-
ing to the circumstances. Then we have discussed
about the problem of the dynamic protocol selec-
tion and got the best timing to switch protocols

to decrease the overhead.

2.11 Future work

In future, we need to simulate the various net-
work situation, and we are going to implement our
architecture on the basis of this experiment.

In this report, we consider about the scale of
the multicast group as the factor to switch pro-
tocols. We also consider about the congestion as
the second factor. More specifically, the sender
checks the packet loss field of RTCP receiver re-
port and monitor the receiving conditions. If some
receivers are on the bad condition, the sender as-
signs the other protocol which is more effective
to the bad receivers. In fact, multiple protocols
run simultaneously from one locality to another.
This mechanism needs to the boundary between
two protocols. On our architecture, intermediate
node plays as this boundary and translate from
one protocol to the other protocol as the gateway.

After implementation, we compare single proto-
col transmission and multiple protocol one, then
discuss with the overhead by using multiple pro-

tocols.

0 30 Study on Merge of TCP Traffic using Re-

liable Multicast Transport

3.1 Introduction

As the Internet has been developed, various
services are provided over the Internet such as
WWW, FTP, E-mail and so on. Especially WWW
and FTP services are widely used as a method of

information provision or data distribution. Also



in recent years, new technologies such as ADSL
make extensive improvements in internet access,
and this allows users of the Internet to retrieve
large amount of information or data using the In-
ternet more easily. Under these circumstances, it
is expected that traffic on the Internet involved
in the use of the services continues to increase,
and overlapped traffic occur in higher probability.
Many services over the Internet including the ones
described above use TCP as a transport protocol.
If multiple receivers attempt to retrieve the same
data on a server at the same time, multiple TCP
connections are established between the server and
each receivers, then the data is duplicated and sent
through each connection. Such overlapped traffic
degrades the efficiency of networks.

Overlapped traffic described above results from
the fact that the services use TCP, i.e. uni-
cast, which is one-to-one communication model.
On the other hand, IP also supports multicast
(IP multicast), which is one-to-many communica-
tion model. Using IP multicast, data sent from
a sender to multiple receivers is duplicated only
at points in networks to be needed to delivery
the data to all receivers. In this communication
model, redundant traffic are reduced, and we are
able to save bandwidth of networks when we send
data to multiple destinations. If we could trans-
fer data of WWW or FTP using IP multicast,
it would become possible that we eliminate over-
lapped traffic and reduce redundant traffic in the
Internet. However, WWW and FTP are protocols
based on TCP. Even if we add a facility for IP mul-
ticast to the protocols, it is impractical to modify
existing many systems to use new protocols.

In this report, we propose architecture for merg-
ing overlapped TCP traffic by replacing TCP data
stream with IP multicast in networks. Moreover,
we propose F'TP proxy as a instantiation of apply-
ing our architecture to FTP traffic.

The remainder of this report is organized as fol-
lows. Section 2 describes the goal of our research.
Section 3 presents architecture for merge of TCP

traffic. Section 4 shows F'TP proxy as a instantia-
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tion of proposed architecture. Section 5 describes
implementation issue of FTP proxy and Section 6

is a conclusion.

3.2 Goal of our research

We have two major goals in designing the ar-
chitecture proposed in this report. One is trans-
parency to users and the other is scalability. If
some modifications are needed to user applications
in order to use the architecture, it becomes diffi-
cult to apply the architecture to existing systems.
Therefore, the architecture must be transparent
to users and all processing must be done in net-
works. Scalability of the architecture is also im-
portant. The more networks are covered by the
architecture, the more overlapped traffic are able
to be merged, and the architecture is able to make

networks more efficient.

3.3 Architecture for merge of TCP Traffic

This section describes important components of
architecture we propose for merging of overlapped
TCP traffic. They are protocol translation server,
session and reliable multicast protocol.

Protocol translation servers are the main com-
ponent of our architecture. They transfer the data
of overlapped TCP traffic between TCP and IP
multicast at multiple points on networks. Protocol
translation servers create a multicast session when
they merge overlapped TCP traffic. Information
of the created session is announced to all protocol
translation servers in order to allow other proto-
col translation servers to join the session. When
protocol translation servers send the data of over-
lapped TCP traffic using IP multicast, they use re-
liable multicast protocol. Reliable multicast pro-
tocol provide reliability with IP multicast, which
is unreliable in data delivery. Each components

are explained in the following sections.

3.3.1 Protocol Translation Server

In our architecture, we locates multiple servers
at various point on networks. They receive data

by TCP and send the data by IP multicast and
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Overview of replacing TCP streams
with IP multicast by protocol trans-
lation servers

vice versa in order to realize merging of overlapped
TCP traffic transparently for end-hosts. In this
report, we call such a server as protocol trans-
lation server. Protocol translation servers keep
watch on TCP streams on networks. When they
detect overlapped TCP streams such as multiple
transfers of the same file, they start protocol trans-
lation. Protocol translation server communicates
with end-hosts using TCP and transmits the data
received from a end-host to other protocol trans-
lation servers using IP multicast. The judgment
way of whether multiple streams carry the same
data depends on the protocol of the higher layer.

Figure 3.1 shows overview of replacing TCP
streams with IP multicast by protocol translation

Servers.

3.3.2 Session

We describe a multicast session in our architec-
ture.
Multicast Session

‘When a protocol translation server merges over-
lapped TCP streams, it creates a multicast session
to send the data in the streams using IP multicast.
Though it is possible to identify multicast sessions
by transport address they use, we use different
multicast address and the the same well-known
port number for every multicast sessions created
by protocol translation servers.
Session Description

We have to decide the way of description of mul-
ticast sessions to share session information among
protocol translation servers. We use SDP (Session
Description Protocol)[60] for that purpose.

SDP defines text format for general real-time
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multimedia session description purposes. Though
SDP is originally defined to describe multimedia
sessions, which distribute audio or video streams,
SDP provides a method of describing application
specific attributes as well. We decided to use SDP
because it has enough capability for describing
multicast sessions we create.

Session Announcement

A protocol translation server which created a
session has to announce the information of the ses-
sion to other protocol translation servers. We use
SAP (Session Announcement Protocol)[61] in or-
der to distribute the session information described
using SDP.

In SAP, a host which creates a multicast session
periodically multicasts a packet which contains in-
formation about the session to well-known multi-
cast address and port. Hosts have only to listen
on the multicast address and port to collect infor-
mation of current active sessions. When a session
ended, the announcer of the session is able to send
a session deletion packet to inform listeners that
the session ended.

Figure 3.2 shows the relationship between SDP
and SAP. A protocol translation server which cre-
ated a session multicasts SAP packets periodically.
A SAP packet consists of a SAP header and a
payload. The payload is a session description de-
scribed using SDP. An example of session descrip-
tions is explained in section 3.4.5.

SAP is relatively a simple protocol and does not
have good scalability. In future, if new protocol is
proposed for session announcement as an alterna-
tive to SAP, we will discuss the use of the new

protocol.

3.3.3 Reliable Multicast Protocol

Since IP multicast use UDP as transport pro-
tocol, IP multicast does not ensure reliability in
data delivery. It means that lost packets are not
recovered, and receivers may receive duplicated
packets, and the order packets arrive may be dif-
ferent from the order the packets were sent. On

the other hand, TCP provide reliability. There-
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fore, the communication between protocol trans-
lation servers using IP multicast must be reliable
in order to ensure reliability of the communication
between end-hosts using TCP.

As a method of providing IP multicast with re-
liability, many reliable multicast protocols have
been proposed such as AFDP[32], SRM[49] and
RMTP[89]. These protocols provide reliability by
implementing facilities of detection and recovery
of lost packets and sequencing packets. However,
the method of implementing such facilities is dif-
ferent per reliable multicast protocols, and they
respectively have different characteristics of scal-
ability and throughput. It is needed that the re-
liable multicast protocol used in our architecture
has good scalability because the more extensively
protocol translation servers are deployed, the more
efficiently we can merge streams. Though there
are many reliable multicast protocols as men-
tioned above, there is no single reliable multicast
protocol which always achieves good throughput

for the various receiver set size.
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Therefore, we use dynamic protocol selection ar-
chitecture for reliable multicast[129, 130], which
our laboratory are researching. In this architec-
ture, the system selects an optimum reliable mul-
ticast protocol using information about the type
of the application and the number of receivers in
the multicast group and sends data received from
the application to multicast group members using
the selected protocol. Applications that use this
architecture can efficiently multicast with reliabil-

ity under various circumstances.

3.4 FTP Proxy

In this section, we propose FTP proxy as a in-
stantiation of applying our architecture to FTP

traffic.

3.4.1 Target Traffic of FTP Proxy

We suppose to merge download traffic of a file
from an anonymous FTP server by FTP proxy.
Upload traffic is outside of target of FTP proxy
because we consider that there are few opportu-
nity to merge upload traffic. In this report, we
assume that anonymous FTP servers allows users
to only download files and upload of files to the

servers is prohibited.

3.4.2 System Configuration

A system which merges download traffic con-
sists of multiple FTP proxies. Each FTP prox-
ies are located at various point on networks. A
FTP proxy has the role of protocol translation
server described in section 3.3.1. Though we de-
scribed that merging of traffic must be completely
transparent to users, we let protocol translation
server pretend to be FTP server in the system
we describe here to simplify the implementation.
Namely, FTP proxy has two roles. The first is
as a protocol translation server, and the second
is as a FTP server. This is why we call protocol
translation server FTP proxy here.

FTP clients login to FTP proxy instead of a
real FTP server and request files or file lists. FTP

proxy itself does not have any files to provide
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FTP clients with in initial state. FTP proxy re-
trieves the file requested by the client from a real
FTP server according to need, and at that time,
it merges traffic using reliable multicast protocol
if possible. When FTP proxy retrieves files or file
lists from a real F'TP server, it saves retrieved data
in a local disk as a cache. The behavior of FTP

proxy is described in detail later.

3.4.3 Components of FTP Proxy

A FTP proxy consists of five components. They
are FTP server, list retrieval server, file retrieval
server, session management server and resend
server. F'TP server accepts login from FTP clients
and provides them with FTP services. List re-
trieval server retrieves file lists from a real FTP
server and manages retrieved file lists. File re-
trieval server retrieves files from a real FTP server
and manages retrieved files. Session management
server creates multicast sessions, announces them,
and collects session information using SAP. Re-
send server accepts resend requests from other
FTP proxies.

Figure 3.3 shows the system configuration and

the relationship between each components of FTP

proxy.

3.4.4 Behavior of FTP Proxy

In this section, we explain the behavior of FTP
proxy in detail.
Basic Behavior

FTP server listens on port 21 and provides
clients with FTP services as a real FTP server
performs. When a client requests a file list by a
LIST or STAT command, FTP server asks file list
retrieval server for the requested file list. The be-
havior of the file list retrieval server is described in
the next section. When a client requests a file by
a RETR command, FTP server asks file retrieval
server for the requested file. The behavior of the
file retrieval server is described in section 3.4.4.3.

Session management server maintains two ses-
sion lists. One is an active session list and the

other is a completed session list. Session man-
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agement server joins the well-known multicast ad-
dress defined by SAP and collects session infor-
mation which other FTP proxies are announcing.
The collected session information are added to
the active session list. When session management
server receives a session deletion packet, it moves
the ended session from the active session list to
the completed session list.
Process for File list Request

When a client requests a file list, FTP server
asks file list retrieval server for the requested file
list. The file list retrieval server checks through
a local cache. If the requested file list exists in
the cache, the file list retrieval server passes it to
the FTP server. Otherwise, the file list retrieval
server logins to a real FTP server and retrieves the
requested file list. In this case, the file list retrieval
server uses TCP to connect to the real FTP server.
It means that traffic of the file list retrieval is not
merged by IP multicast. In general, the size of a
file list is not so large, and we consider that it is
difficult to merge this kind of traffic. The file list
retrieve server passes the retrieved file list to the
FTP server and saves it in a local disk as a cache.
The FTP server sends the received file list to the
client.
Process for File Request

When a client requests a file, FTP server asks
file retrieval server for the requested file. The file
retrieval server checks through a local cache. If
the requested file exists in the cache, the file re-
trieval server passes it to the FTP server. Oth-
erwise, the file retrieval server sends inquiries to
session management server about whether there is
an active session for the requested file. If there is
a session for the file, the file retrieval server joins
the session and receives the file using reliable mul-
ticast protocol. At that time, the beginning part
of the file has been already sent, and the file re-
trieval server is not able to obtain them from the
session. Therefore, the file retrieve server asks re-
send server running on the sender of the session to
resend the missing data. The resend server sends

the requested data using unicast or IP multicast.



The resend server selects protocol in considera-
tion of the size of the requested data. If the size is
smaller than a threshold, the resend server chooses
unicast, and otherwise it chooses IP multicast. We
are going to investigate appropriate value for the
threshold in process of employment of this sys-
tem. The file retrieval server passes the file re-
ceived from the session and the resend server to
the FTP server.

If there is no active session for the requested
file, the session management server looks up in
the completed session list. If there was a session
for the requested file, the file retrieval server asks
resend server running on the sender of the com-
pleted session to send the file. The resend server
asks session management server running on the
same host to create a new session. Then, the re-
send server sends the requested file to the created
session. The file retrieval server joins the created
session and passes the received file to the FTP
server.

If there is no session for the requested file even in
past times, the file retrieval server logins to a real
FTP server and retrieves the file. In parallel, the
file retrieval server asks the session management
server to create a new session in order to inform
other FTP proxies that it is possible to merge traf-
fic. The file retrieval server passes the received file
to the FTP server.

The FTP server send the received file from the
file retrieval server to the client. The File retrieval

server saves the file in a local disk as a cache.

v=1

o=- 12345678 0 IN IP4 192.168.1.1
s=File Distribution
i=File Distribution
c=IN IP4 224.5.6.7/16
t=0 0

m=data 8888 udp 0O
a=filename:/ls-1R.gz
a=filesize:2790879
a=start:0
a=end:2790878

Fig. 3.4. Example of session descriptions

W I D E

3.4.5 Session Information

As described in section 3.3, when a new session
is created, session management server announces
the session information described by SDP using
SAP. The session description used in this system
contains the following information.

e multicast address, port number and TTL used

in the session
e the name of the file transfered in the session
(absolute path)

e the size of the file transfered in the session

e the range of the file transfered in the session

When a file is transfered, as the case may be,
whole file is not needed. In that case, the session
description includes information about which part
of the file is transfered through the session.

Figure 3.4 is an example of session descriptions.
Each line is one field, and the head character of
each line is the field name. “v=" field is the ver-
sion of SDP, and “o=" field contains information
about the originator of the session. “s=" and “i="
field are the session name and the additional ses-

«

sion description respectively. “c=" field contains
the multicast address and TTL used in the ses-
sion. “t=" field specify the start and stop times
for the session. “0 0” means that the session is

«

not bounded to time. “m=" field is a media de-
scription. The first sub-field is the media type
whose value is defined by SDP. The second sub-
field is the transport port, and the third sub-field
is the transport protocol. The fourth and subse-
quent sub-field are media formats. In figure 3.4,
the “m=" field means that bulk-data are trans-
fered in the session, and it uses UDP as a transport
protocol, and the used port number is 8888. “a="
field contains the attribute of the session. FTP
proxy uses four attributes. “filename” and “file-
size” specify the name and the size of the whole
file transfered in the session. “start” and “end”
specify the start and the end position of the part
of the file transfered in the session. In case of fig-
ure 3.4, the whole file is transfered in the session

because the start position is the head of the file,
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and the end position is the tail of the file.

3.5 Implementation Issue of FTP Proxy

In this section, we show implementation issue of

FTP proxy described in the previous section.

3.5.1 FTP server

FTP server which is a part of FTP proxy must
implement FTP services. However, it is difficult to
implement FTP server from scratch. We decided
to use the source code of WU-FTPD[56], which is

widely used as anonymous FTP servers.

3.5.2 Reliable Multicast Protocol

As described in section 3.3.3, it is ideal to use
dynamic protocol selection architecture in order
to achieve good throughput under various circum-
stances. However, the implementation of dynamic
protocol selection architecture has not completed
yet. We are temporarily going to use an existing
implementation of reliable multicast protocol for
a while. Though several implementation of reli-
able multicast protocol are available now, we use
libsrm developed by MASH project[117]. This is
because the libsrm is provided in the form of C++

library, and it is easy to build into our programs.

3.6 Conclusion

The goal of our research is the realization of effi-
cient use of networks by merging overlapped TCP
traffic into a single stream using reliable multicast
transport. In this report, we proposed architec-
ture for our goal. In our architecture, multiple
protocol translation servers are located at vari-
ous points on networks. When they detect over-
lapped TCP traffic, they create a multicast session
and transfer the data through the created session.
SDP and SAP are used to share the information
of created sessions among all protocol translation
servers. Moreover, they use reliable multicast pro-
tocol in order to ensure reliability of the commu-
nication on IP multicast. We also proposed FTP
proxy as a instantiation of our architecture for

FTP traffic.
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In future, we are going to evolve the FTP proxy
proposed in this report to transparent FTP proxy.
Moreover, we are going to apply our architecture

to traffic of other protocols.



